**Ex:4a - Computer Network Lab**

**Name:** Athithraja R

**Reg.no:** 2022503702

**4a. TCP**

**Echo\_server.c:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <unistd.h>

#include <arpa/inet.h>

#define PORT 22000

#define BUFFER\_SIZE 1024

int main() {

int server\_fd, client\_fd;

struct sockaddr\_in server\_addr, client\_addr;

socklen\_t addr\_len = sizeof(client\_addr);

char buffer[BUFFER\_SIZE];

// Create socket

server\_fd = socket(AF\_INET, SOCK\_STREAM, 0);

if (server\_fd < 0) {

perror("Socket creation failed");

exit(EXIT\_FAILURE);

}

// Configure server address

server\_addr.sin\_family = AF\_INET;

server\_addr.sin\_addr.s\_addr = INADDR\_ANY; // Accept connections from any IP

server\_addr.sin\_port = htons(PORT);

// Bind the socket

if (bind(server\_fd, (struct sockaddr\*)&server\_addr, sizeof(server\_addr)) < 0) {

perror("Bind failed");

close(server\_fd);

exit(EXIT\_FAILURE);

}

// Listen for incoming connections

if (listen(server\_fd, 5) < 0) {

perror("Listen failed");

close(server\_fd);

exit(EXIT\_FAILURE);

}

printf("Server is listening on port %d\n", PORT);

// Accept a client connection

client\_fd = accept(server\_fd, (struct sockaddr\*)&client\_addr, &addr\_len);

if (client\_fd < 0) {

perror("Accept failed");

close(server\_fd);

exit(EXIT\_FAILURE);

}

while (1) {

memset(buffer, 0, BUFFER\_SIZE); // Clear the buffer

ssize\_t bytes\_read = read(client\_fd, buffer, BUFFER\_SIZE);

if (bytes\_read <= 0) {

printf("Client disconnected\n");

break;

}

printf("Received: %s", buffer); // Print received message

write(client\_fd, buffer, bytes\_read); // Echo the message back

printf(“\n”);

}

// Close sockets

close(client\_fd);

close(server\_fd);

return 0;

}

**Output:**

![server.PNG](data:image/png;base64,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)

**Echo\_client.c:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <unistd.h>

#include <arpa/inet.h>

#define PORT 22000

#define BUFFER\_SIZE 1024

int main() {

int client\_fd;

struct sockaddr\_in server\_addr;

// Create socket

client\_fd = socket(AF\_INET, SOCK\_STREAM, 0);

if (client\_fd < 0) {

perror("Socket creation failed");

exit(EXIT\_FAILURE);

}

// Configure server address

server\_addr.sin\_family = AF\_INET;

server\_addr.sin\_port = htons(PORT);

// Convert IPv4 and IPv6 addresses from text to binary form

if (inet\_pton(AF\_INET, "127.0.0.1", &server\_addr.sin\_addr) <= 0) {

perror("Invalid address or address not supported");

close(client\_fd);

exit(EXIT\_FAILURE);

}

// Connect to the server

if (connect(client\_fd, (struct sockaddr\*)&server\_addr, sizeof(server\_addr)) < 0) {

perror("Connection failed");

close(client\_fd);

exit(EXIT\_FAILURE);

}

printf("Connected to the server\n");

char buffer[BUFFER\_SIZE];

while (1) {

printf("Enter a message (or 'exit' to quit): ");

fgets(buffer, BUFFER\_SIZE, stdin);

// Remove newline character from the input

buffer[strcspn(buffer, "\n")] = '\0';

// Send the message to the server

write(client\_fd, buffer, strlen(buffer));

// Check if the user wants to exit

if (strcmp(buffer, "exit") == 0) {

printf("Disconnecting from the server...\n");

break;

}

// Read the echoed message from the server

memset(buffer, 0, BUFFER\_SIZE); // Clear the buffer

ssize\_t bytes\_read = read(client\_fd, buffer, BUFFER\_SIZE);

if (bytes\_read <= 0) {

printf("Server disconnected\n");

break;

}

printf("Echoed message: %s\n", buffer);

}

// Close the socket

close(client\_fd);

return 0;

}

**Output:**
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